
 

The https://nextgenstats.nfl.com/charts/list/pass webpage is scrollable and does not load all at 

once. The above code opens the link, scrolls to the bottom, and then copies the HTML 

containing the metadata for each image. As a result, all of the webpage can be scraped at once. 

 

 

  

https://nextgenstats.nfl.com/charts/list/pass


  



The above code was written by my friend Kyle Hassold.  He can be reached at: 

https://www.linkedin.com/in/kyle-hassold/ 

 

This code’s function is to round the sharp edges on the topographic maps. As you can see by the 

produced images, it works. Fortunately, Kyle does a much better job at commenting his code 

than I do. Please refer to the image above (or to Kyle directly) for commentary on this portion of 

the project. 

 

Now that the HTML has been collected, it needs to be parsed. The TEXT FROM IMAGE 

section separates all of the charts’ HTML from the rest of the code. Each charts’ HTML is stored 

separately from one another. The GETS CHARTS section removes the 26 playoff charts stored 

in the website, as they do not contain metadata like the rest. 

https://www.linkedin.com/in/kyle-hassold/


 

Now the images are cycled through by number. Their order in the HTML matches with the order 

that they are saved. The images themselves could not be scraped like the HTML as the NFL 

blocks these actions. Image 374 is skipped, as it is just blank. One image at a time, the numbers 

are removed from the HTML, followed by the player’s name. This collected data is then 

separated stat-by-stat into an array. 

 

The image associated with the present number is opened. First the original images are cropped. 

They also have a warped perspective which must be taken care of via a keystone correction. 



 

Now the more complex image analysis begins. Above is how the green dots (completions) are 

located. Other colors follow similar processes. First, a check is run to make sure that any green 

dots exist at all. A color threshold is then run on the image, selecting all green pixels. Green 

pixels are defined as any pixel with an RGB value such that red is 60-130, green is 80-255, and 

blue is 40-75. A clustering algorithm is then run on all the pixels. It detects groups of green 

pixels, eliminating noise and extraneous pixels. Next, using the meta data collected, a k-nearest 

neighbors algorithm is run where k is the total number of completed passes minus the 

touchdowns. Colors that need to be double checked due to a potentially incorrect k value then 

undergo a variance calculation, however green does not need this. 



 

After all the colors undergo their data collection processes, they can optionally be plotted on a 

scatter plot. The data is then stored for topographic mapping. 

 

The names array stores the names of any quarterbacks whose mappings you wish to display. 

First, the collected data is opened and stored in a dataframe. The X and Y data is scaled and 

reflected across a custom y-axis (the line of scrimmage). The same is done with a blank image of 

the next gen statistics’ football field background, which is to double as a background for these 

new graphics. A custom color mapping is set as the map’s title is set to the player’s name. 



 

Finally, the data is graphed topographically. A clustering algorithm is run at each layer, with 

increasing density. A convex hull is calculated on each hull. Convex hulls take a cluster of points 

and form a perimeter around them, turning them into a shape. Kyle’s algorithm rounds the sharp 

vertexes, giving the shapes a smooth look. They layers are plotted as they are calculated, from 

largest (least dense) to smallest (most dense). Finally, the images are stored and the charts are 

completed. 


